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Abstract

Recently, with the rapid advances of artificial intelligence, many researchers from
verification community are starting to work on the analysis of systems composed of
(semi)autonomous components known as multiagent systems. With this increasing in-
terest, many concepts for reasoning about the behaviour of such systems are proposed.
Among them is rational verification which is concerned with establishing whether a prop-
erty can be sustained in a system composed of rational agents. In our research, we study
different approaches to realise the notion of rational verification and strive for a concrete
tool implementing the paradigm. We begin by introducing a formal framework as the
foundation of our approaches. We then discuss the ability of current techniques/tools to
perform rational verification and present some methods we have developed to expand the
limits. We conclude with our ongoing work and possible future directions.

Introduction

We are interested in the verification of concurrent multiagent systems, in which processes are
assumed as open systems. In this approach, a system is modelled as a game. System components
are represented as players with their own strategies, possible computation runs are the plays
of the game, and the required property of each player is specified with a goal that the player
wants to satisfy. The usage of this game-theoretic approach gives rise to a natural question:
Does the system have a stable behaviour? This question boils down to checking whether the
strategies chosen by the players are in equilibrium [23]. This setting is such that, instead of
model checking, we talk about equilibrium checking [33]. In fact, model checking is a special
case of equilibrium checking, where cooperation is being forced to the players or the system is
simply modelled as a single-player game.

Our ongoing work looks at the different approaches to perform the concept of rational
verification. We begin by introducing a formal framework as the foundation of our approaches.
We then discuss the ability of existing tools available to perform rational verification, including
their limitations. Given this, we then present some methods we have proposed to expand the
limits. We conclude with our future work and possible directions.

Framework

Let (1, . . . , n) be the set of agents within a multiagent system. We assume that agents are
nondeterministic reactive programs/modules. Nondeterminism means that agents can freely
choose actions available to them without any authority telling them what to do. Reactive means
that agents are nonterminating as long as the system is running. This general framework can
be applied to different kinds of computational models, such as event structures [32], interpreted
systems [9], concurrent games [2], or multiagent planning systems [4].

A strategy for agent i is a rule that defines how the agent makes choices throughout the
run of the system. There are different ways to define strategy, but we assume that strategy is
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behavioural and generally can think of it as a function from what an agent can “see” to the
choices available to them. We denote the set of stategies available to i by Σi. When each agent
has selected a strategy, we have a strategy profile ~σ = (σ1, . . . , σn). We assume that strategies
are deterministic, thus each strategy profile induces a unique run denoted by ρ(~σ). We write
ρ |= ϕ to denote that run ρ satisfies ϕ. We now define agents preferences over runs of the
system. We write ρ1 �i ρ2 to mean that an agent i with the goal γi prefers ρ1 at least as much
as ρ2, thus formally ρ1 �i ρ2 if and only if ρ2 |= γi implies ρ1 |= γi.

We then define the standard game theoretic concept of Nash equilibrium. Let G =
〈(1, . . . , n), (γ1, . . . , γn)〉 be a multiagent system modelled as a game, and ~σ = (σ1, . . . , σn)
a strategy profile. We say ~σ is a Nash equilibrium of G if for all i and for all σ′

i ∈ Σi, we have
ρ(σ) �i ρ(σ1, . . . , σ

′
i, . . . , σn). We write NE(G) to denote the set of Nash equilibria in G. With

these definitions established, we can now address the main problems in rational verification.
The concept of rational verification can be regarded as a counterpart to classical verification

with a more “restricted” condition. Given a multiagent system modelled as a (concurrent)
game G (as well as a property ϕ and strategy profile ~σ for, respectively, Problem 2 and 3), we
can capture the idea in these following decision problems [33].

Problem 1 (NE-Emptiness). Given a multiagent system G. Is it the case that NE(G) 6= ∅?

Problem 2 (E/A-Nash). Given a multiagent system G and temporal formula ϕ. Is it the
case that ρ(~σ) |= ϕ in any/all ~σ ∈ NE(G)?

Problem 3 (NE-Membership). Given a multiagent system G and strategy profile ~σ. Is it the
case that ~σ ∈ NE(G)?

Now, we need a language to model the systems. For this, we use SRML [29] which is a strict
subset of RML [1], the modelling language used in some established model checkers such as
(Nu)SMV [19, 7], MOCHA [3], and PRISM [16]. An agent i is modelled as an SRML module
mi = (Φi, Ii, Ui), where Φi is a set of Boolean variables controlled by the agent, Ii a finite set
of variable values initialisation commands, and Ui a set of variable values update commands.
Due to space constraint, we will not discuss in detail the semantics of SRML here. However, it
has been shown that SRML can model concurrent game-like systems such as Reactive Modules
Games [11] and concurrent game structures [29].

Rational Verification with Existing Tools

The focus on open systems verification has led to the development of richer and more expressive
formalisms. While LTL, CTL, and CTL* are adequately expressive for reasoning about compu-
tations of some systems which behaviour are completely deterministic, they are obviously not
appropriate for systems with nondeterministic components. Alternating-time temporal logic
(ATL*) is one of newer formalisms in which one can reason about time and strategic abilites of
players [2]. However, ATL* is still not powerful enough to reason about Nash equilibria 1.

Strategy Logic (SL) is a more expressive logic and, in fact, stictly subsumes ATL*. We
can quantify strategies explicitely, thus powerful enough to express Nash equilibria. BDD-
based symbolic model checking for SL is implemented in MCMAS [17]. Despite the potential
of SL, there is currently no explicit support to do rational verification in MCMAS. We have
to manually devise a meta-algorithm performing rational verification in MCMAS input file.
Recently, we proposed a prototype tool called EVE [22] that addresses Problem 1 by bridging

1There exists an extension of ATL (a strict subset of ATL*) called ATLES [31] that can express Nash
equilibria, however, it is shown only in extensive games.
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SRML with MCMAS. However, with great power comes great cost. Model checking with SL
is hard, and the fragments that are useful for expressing the existence of Nash equilibra have
undecidable satisfiability problem in perfect recall setting [20, 21]. Current implementation of
SL in MCMAS that can answer Problem 1 is only under imperfect recall semantics.

Another existing (prototype) tool for rational verification is EAGLE [28]. This tool specifi-
cally addresses Problem 3. It uses CTL as its specification language and relies on two oracles:
CTL model checker and CTL SAT solver. In EAGLE detailed report, it is shown that the
bottleneck is the CTL satisfiability subroutine [27]. A closer tool to EAGLE is PRALINE [5],
however, it focuses on synthesis/constructing strategies in Nash equilibrium.

Ongoing and Future Work

We are currently working on an approach to solve problems in rational verification via parity.
One of the fundamental properties of parity games is the property of memoryless determinacy.
The main idea is by transforming a concurrent game with temporal logic goals into a game
with parity condition goals, we can exploit the memoryless determinacy of parity games to
our advantage. Solving parity game played on a finite graph is in NP ∩ Co-NP, or more
precisely UP ∩ Co-UP [8, 15]. In practice, there are many deterministic algorithms have been
invented such as recursive method in [34], local µ-calculus model checking in [26], small progress
algorithm [13, 12], strategy improvement algorithm [30, 24]. Although there is currently no
polynomial algorithm found, subexponential [14, 25] and quasi-polynomial [6] algorithms have
been proposed.

We have developed an algorithm that specifically solves Problem 1 and conjectured that it
matches its theoretical bound shown in [10]. We are also working on extending it to be able to
address Problem 2 and 3. While we are working on the theoretical side, a tool implementing
the algorithm is also currently being built. The tool uses SRML syntax very close to the one
described in [29] 2.

Other work that we are considering is optimising EAGLE with BDD-based CTL satisfiability
[18] instead of tableaux-based currently used in EAGLE’s library. Another thing is finding a
way to directly inject SRML structure in EVE into BDD-based model checker, instead of going
through MCMAS dedicated input language. With these works, we are hoping to be able to
increase the tools perfomance.

For future work, we see a number of directions we can pursue. Although Nash equilibrium
is one of the most widely used solution concepts in game theory, it would be a good idea to
consider other solution concepts. It is also useful to extend the specifications beyond current
assumptions, e.g., quantitative and probabilistic, as well as stochastic setting so that more
general agent’s beliefs and preferences can be captured. Finally, from an implementation point
of view, it would be helpful to have a more user-friendly interface for operating the tool such
as via GUI.
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